**Question No: 04**

#include<iostream>

using namespace std;

class Node{

public:

int data;

Node\* next;

Node(int d = 0){

data = d;

this->next = NULL;

}

};

class LinkedList{

Node\* head ;

public:

LinkedList(){

head = NULL;

}

void insertAtStart(int d){

Node\* newNode = new Node(d);

newNode->next = head;

head = newNode;

}

void insertAtLast(int d){

Node\* newNode = new Node(d);

Node \*temp = head;

while(temp->next != NULL){

temp = temp->next;

}

temp->next = newNode;

}

void insertAtPosition(int d, int position){

if(position < 1){

cout<<"InValid Position"<<endl;

}

else if(position == 1){

insertAtStart(d);

}

else {

Node\* newNode = new Node(d);

Node\* temp = head;

for( int i =1 ; i<position-1; i++){

if(temp == NULL){

cout<<"InValid Position"<<endl;

break;

}

temp= temp->next;

}

newNode->next = temp->next;

temp->next = newNode;

}

}

void displayLinkedList(){

Node \*temp2 = head;

while(temp2 != NULL){

cout<<temp2->data;

if(temp2->next != NULL){

cout<<",";

}

temp2 = temp2->next;

}

cout<<endl;

}

};

int main(){

LinkedList l;

l.insertAtStart(12);

l.insertAtLast(7);

l.insertAtPosition(24,1);

cout<<"Linked List : ";

l.displayLinkedList();

return 0;

}

**OUTPUT**

**![](data:image/png;base64,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)**

**Explanation**

In this code implements a singly linked list with methods to insert nodes at the start, end, or a specific position, and displays the list. It handles invalid positions and shows a list with values 24, 12, 7. The structure can be extended to include features like node deletion, searching, or reversing.